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**Задание №1**

Разработать калькулятор на языке программирования C#, поддерживающий 5 функций: умножение (\*), деление (/), вычитание (-), сложение (\*), возведение в степень (^). Обязательно добавить обработчик ошибок. Работа калькулятора должна прекращаться при отсутствии ввода пользователем данных и нажатием им на кнопку «Enter». Добавить логирование информации и сохранение ее в отдельный файл с возможностью указать путь сохранения. Также реализовать сохранение последних 3 (успешных) операций пользователя и вывода ее в консоль при вводе команды «h».

**Листинг кода**

Program.cs:

using Calculator3;  
using NLog;  
using NLog.Extensions.Logging;  
using LogLevel = Microsoft.Extensions.Logging.LogLevel;  
  
var builder = Host.CreateApplicationBuilder(args);  
  
builder.Configuration.AddJsonFile("appsettings.json", optional: false, reloadOnChange: true);  
  
string? logRootDir = builder.Configuration["Logging:RootDir"] ?? "./logs";  
  
GlobalDiagnosticsContext.Set("LogRootDir", logRootDir);  
  
builder.Logging.ClearProviders();  
builder.Logging.SetMinimumLevel(LogLevel.**Trace**);  
builder.Logging.AddNLog();  
  
builder.Services.AddTransient<Calculator>();  
  
using var host = builder.Build();  
  
var logger = host.Services.GetRequiredService<ILogger<Program>>();  
logger.LogInformation("Application starting...");  
  
var calculator = host.Services.GetRequiredService<Calculator>();  
calculator.Run();  
  
logger.LogInformation("Application shutting down.");

Calculator.cs:

namespace Calculator3  
{  
 public class Calculator  
 {  
 private readonly ILogger<Calculator> \_logger;  
 private List<string> \_history;  
 private const int **\_maxHistory** = 3;  
  
 public Calculator(ILogger<Calculator> logger)  
 {  
 \_logger = logger;  
 \_history = [];  
 }  
  
 public void Run()  
 {  
 \_logger.LogInformation("Calculator started!");  
 Console.WriteLine("Calculator started!");  
  
 while (true)  
 {  
 Console.Write("Enter the expression: ");  
 var input = Console.ReadLine();  
  
 if (string.IsNullOrWhiteSpace(input))  
 {  
 Console.WriteLine("Task completed!");  
 \_logger.LogInformation("Task completed!");  
 break;  
 }  
  
 try  
 {  
 var parts = input.Split(' ', StringSplitOptions.**RemoveEmptyEntries**);  
  
 if (parts is ["h"])  
 {  
 for (var i = 0; i < Math.Min(\_history.Count, **\_maxHistory**); i++)  
 {  
 Console.WriteLine($"{i + 1}: {\_history[i]}");  
 }  
 continue;  
 }  
  
 if (parts.Length != 3)  
 {  
 Console.WriteLine("Error: write the full format expression: 4 \* 5");  
 \_logger.LogError("Invalid input format. User wrote: '{Input}'", input);  
 }  
 else  
 {  
 if (!double.TryParse(parts[0], out var left) ||  
 !double.TryParse(parts[2], out var right))  
 {  
 Console.WriteLine("Error: operands must be numbers.");  
 \_logger.LogError("Non-numeric operands: '{Operand1}' or '{Operand2}'", parts[0], parts[2]);  
 continue;  
 }  
  
 var op = parts[1];  
 double result;  
  
 switch (op)  
 {  
 case "+":  
 result = left + right;  
 break;  
 case "-":  
 result = left - right;  
 break;  
 case "\*":  
 result = left \* right;  
 break;  
 case "/":  
 if (right == 0)  
 {  
 Console.WriteLine("Error: Division by zero!");  
 \_logger.LogError("Division by zero attempted.");  
 continue;  
 }  
 result = left / right;  
 break;  
 case "^":  
 result = Math.Pow(left, right);  
 break;  
 default:  
 Console.WriteLine($"Error: operator '{op}' not supported!");  
 \_logger.LogError("Unsupported operator: '{Operator}'", op);  
 continue;  
 }  
  
 Console.WriteLine($"= {result}");  
 \_history.Add($"{input} = {result}");  
 if (\_history.Count > **\_maxHistory**)  
 {  
 \_history.RemoveRange(0, \_history.Count - **\_maxHistory**);  
 }  
 \_logger.LogInformation("{Expression} = {Result}", input, result);  
 }  
 }  
 catch (Exception e)  
 {  
 Console.WriteLine($"Unexpected error: {e.Message}");  
 \_logger.LogError(e, "Unexpected exception occurred");  
 }  
 }  
 }  
 }  
}

Nlog.config:

<?xml version="1.0" encoding="utf-8"?>  
  
<nlog xmlns="http://www.nlog-project.org/schemas/NLog.xsd"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 throwExceptions="true">  
  
 <extensions>  
 <add assembly="NLog.DiagnosticSource" />  
 </extensions>  
  
 <variable name="DirectoryLogs" value="${configsetting:item=Logging.RootDir}" />  
 <variable name="DefaultLayout"  
 value="${longdate} ${level:uppercase=true} ${ndlc}${newline}${activity:property=TraceId} ${logger:shortName=true} ${message}${when:when='${exception}' != '':inner=${newline} ${exception:format=tostring}}"  
 />  
  
 <targets>  
  
 <target name="file" xsi:type="File"  
 layout="${DefaultLayout}"  
 fileName="${DirectoryLogs}/${shortdate}.txt"  
 maxArchiveDays="5"  
 maxArchiveFiles="4"  
 archiveNumbering="Sequence"  
 archiveAboveSize="52428800"  
 keepFileOpen="false"  
 encoding="utf-8" />  
  
 </targets>  
  
 <rules>  
 <logger name="\*" minlevel="Info" writeTo="file" />  
 </rules>  
</nlog>

Appsettings.json:

{  
 "Logging": {  
 "LogLevel": {  
 "Default": "Information",  
 "Microsoft.AspNetCore": "Warning"  
 },  
 "RootDir": "C:/.tmp/logs/study/calculator"  
 },  
 "AllowedHosts": "\*"  
}

**Объяснение работы программы**

Было разработано веб-приложение, в котором я решил применить библиотеку NLog, поскольку уже имел опыт работы с ней. Для удобного подключения использовался builder. В настройках приложения была указана директория для сохранения лог-файлов, а также создан отдельный конфигурационный файл NLog.config, где заданы минимальный уровень логирования, формат и максимальный размер файлов и другие параметры.

В основном файле запуска реализовано подключение конфигурации и самой библиотеки NLog. Отдельно был разработан модуль калькулятора, в который добавлено логирование после выполнения каждой операции. Тип вычисления определяется конструкцией switch-case.

Также реализован список, в котором сохраняются последние три успешных вычисления. Удаление лишних записей производится методом RemoveRange, который очищает элементы с индекса 0 до длины списка минус 3. Просмотреть сохранённые вычисления можно с помощью команды «h».

**Задание №2**

Разработать графический калькулятор на языке программирования C#, поддерживающий 5 функций: умножение (\*), деление (/), вычитание (-), сложение (\*), возведение в степень (^). Обязательно добавить обработчик ошибок. Калькулятор должен быть реализован с использованием Windows Form.

**Листинг кода**

Form1.cs:

namespace Calculator2;  
  
public partial class Form1 : Form  
{  
 public Form1()  
 {  
 InitializeComponent();  
 }  
  
 private TextBox \_input;  
  
 private void button1\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "1";  
 }  
  
 private void button8\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "2";  
 }  
  
 private void button7\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "3";  
 }  
  
 private void button6\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "4";  
 }  
  
 private void button5\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "5";  
 }  
  
 private void button4\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "6";  
 }  
  
 private void button3\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "7";  
 }  
  
 private void button2\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "8";  
 }  
  
 private void button10\_Click(object sender, EventArgs e)  
 {  
 \_input.Text += "9";  
 }  
  
 private void button9\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += "0";  
 }  
  
 private void button11\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += " ^ ";  
 }  
  
 private void button16\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += " + ";  
 }  
  
 private void button15\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += " - ";  
 }  
  
 private void button14\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += " / ";  
 }  
  
 private void button13\_Click(object sender, EventArgs e)  
 {  
 if (!string.IsNullOrEmpty(\_input.Text)) \_input.Text += " \* ";  
 }  
  
 private void button12\_Click(object sender, EventArgs e)  
 {  
 try  
 {  
 var parts = \_input.Text!.Split(' ', StringSplitOptions.RemoveEmptyEntries);  
 if (parts.Length != 3)  
 {  
 \_input.Text = "Error: write the full format expression: 4 \* 5";  
 }  
 else  
 {  
 \_input.Text = parts[1] switch  
 {  
 "+" => $"{double.Parse(parts[0]) + double.Parse(parts[2])}",  
 "-" => $"{double.Parse(parts[0]) - double.Parse(parts[2])}",  
 "\*" => $"{double.Parse(parts[0]) \* double.Parse(parts[2])}",  
 "/" => $"{double.Parse(parts[0]) / double.Parse(parts[2])}",  
 "^" => $"{Math.Pow(double.Parse(parts[0]), double.Parse(parts[2]))}",  
 \_ => $"Error: not find {parts[1]}!",  
 };  
 }  
 }  
 catch (Exception err)  
 {  
 \_input.Text = err.Message;  
 }  
 }  
  
 private void button17\_Click(object sender, EventArgs e)  
 {  
 \_input.Text = "";  
 }  
}

Form1.cs (визуал):

![](data:image/png;base64,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)

Program.cs:

namespace Calculator2;  
  
static class Program  
{  
 */// <summary>  
 /// The main entry point for the application.  
 /// </summary>* [STAThread]  
 static void Main()  
 {  
 *// To customize application configuration such as set high DPI settings or default font,  
 // see https://aka.ms/applicationconfiguration.* ApplicationConfiguration.Initialize();  
 Application.Run(new Form1());  
 }  
}

**Объяснение работы программы**

Было создано приложение на основе шаблона Windows Forms App. В дизайнере форм был разработан интерфейс калькулятора: добавлены кнопки для ввода цифр, арифметических операций, очистки экрана, а также текстовое поле для отображения вводимых данных, сообщений об ошибках и результата вычислений.

Для каждой кнопки было реализовано событие Click. При нажатии на кнопки с цифрами или операциями (кроме кнопки «=») соответствующие символы добавляются в текстовое поле. При нажатии на кнопку очистки («C») содержимое текстового поля сбрасывается — оно заменяется на пустую строку.

Основные вычисления выполняются при нажатии на кнопку «=». В этот момент содержимое текстового поля разбивается по пробелам на отдельные части (операнды и операторы). Затем на основе этих частей формируется выражение, которое вычисляется средствами C#. Полученный результат заменяет текущее содержимое текстового поля.